Ex 16: Hashing

OPEN ADDRESING:

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) {

int l1, l2, i;

for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

if(a[l1] <= a[l2])

b[i] = a[l1++];

else

b[i] = a[l2++];

}

while(l1 <= mid)

b[i++] = a[l1++];

while(l2 <= high)

b[i++] = a[l2++];

for(i = low; i <= high; i++)

a[i] = b[i];

}

void sort(int low, int high) {

int mid;

if(low < high) {

mid = (low + high) / 2;

sort(low, mid);

sort(mid+1, high);

merging(low, mid, high);

} else {

return;

}

}

int main() {

int i;

printf("List before sorting\n");

for(i = 0; i <= max; i++)

printf("%d ", a[i]);

sort(0, max);

printf("\nList after sorting\n");

for(i = 0; i <= max; i++)

printf("%d ", a[i]);

}

OUTPUT:

![](data:image/png;base64,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)

CLOSED ADDRESING:

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

int key;

int value;

struct Node\* next;

} Node;

typedef struct HashTable {

int size;

Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->key = key;

newNode->value = value;

newNode->next = NULL;

return newNode;

}

HashTable\* createTable(int size) {

HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

newTable->size = size;

newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

for (int i = 0; i < size; i++) {

newTable->table[i] = NULL;

}

return newTable;

}

int hashFunction(int key, int size) {

return key % size;

}

void insert(HashTable\* hashTable, int key, int value) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* newNode = createNode(key, value);

newNode->next = hashTable->table[hashIndex];

hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

while (current != NULL) {

if (current->key == key) {

return current->value;

}

current = current->next;

}

return -1;

}

void delete(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

Node\* prev = NULL;

while (current != NULL && current->key != key) {

prev = current;

current = current->next;

}

if (current == NULL) {

return;

}

if (prev == NULL) {

hashTable->table[hashIndex] = current->next;

} else {

prev->next = current->next;

}

free(current);

}

void freeTable(HashTable\* hashTable) {

for (int i = 0; i < hashTable->size; i++) {

Node\* current = hashTable->table[i];

while (current != NULL) {

Node\* temp = current;

current = current->next;

free(temp);

}

}

free(hashTable->table);

free(hashTable);

}

int main() {

HashTable\* hashTable = createTable(10);

insert(hashTable, 1, 10);

insert(hashTable, 2, 20);

insert(hashTable, 12, 30);

printf("Value for key 1: %d\n", search(hashTable, 1));

printf("Value for key 2: %d\n", search(hashTable, 2));

printf("Value for key 12: %d\n", search(hashTable, 12));

printf("Value for key 3: %d\n", search(hashTable, 3));

delete(hashTable, 2);

printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

freeTable(hashTable);

return 0;

}

OUTPUT:
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REHASHING:

PROGRAM:

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

int key;

int value;

struct Node\* next;

} Node;

typedef struct HashTable {

int size;

int count;

Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->key = key;

newNode->value = value;

newNode->next = NULL;

return newNode;

}

HashTable\* createTable(int size) {

HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

newTable->size = size;

newTable->count = 0;

newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

for (int i = 0; i < size; i++) {

newTable->table[i] = NULL;

}

return newTable;

}

int hashFunction(int key, int size) {

return key % size;

}

void insert(HashTable\* hashTable, int key, int value);

void rehash(HashTable\* hashTable) {

int oldSize = hashTable->size;

Node\*\* oldTable = hashTable->table;

int newSize = oldSize \* 2;

hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

hashTable->size = newSize;

hashTable->count = 0;

for (int i = 0; i < newSize; i++) {

hashTable->table[i] = NULL;

}

for (int i = 0; i < oldSize; i++) {

Node\* current = oldTable[i];

while (current != NULL) {

insert(hashTable, current->key, current->value);

Node\* temp = current;

current = current->next;

free(temp);

}

}

free(oldTable);

}

void insert(HashTable\* hashTable, int key, int value) {

if ((float)hashTable->count / hashTable->size >= 0.75) {

rehash(hashTable);

}

int hashIndex = hashFunction(key, hashTable->size);

Node\* newNode = createNode(key, value);

newNode->next = hashTable->table[hashIndex];

hashTable->table[hashIndex] = newNode;

hashTable->count++;

}

int search(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

while (current != NULL) {

if (current->key == key) {

return current->value;

}

current = current->next;

}

return -1;

}

void delete(HashTable\* hashTable, int key) {

int hashIndex = hashFunction(key, hashTable->size);

Node\* current = hashTable->table[hashIndex];

Node\* prev = NULL;

while (current != NULL && current->key != key) {

prev = current;

current = current->next;

}

if (current == NULL) {

return;

}

if (prev == NULL) {

hashTable->table[hashIndex] = current->next;

} else {

prev->next = current->next;

}

free(current);

hashTable->count--;

}

void freeTable(HashTable\* hashTable) {

for (int i = 0; i < hashTable->size; i++) {

Node\* current = hashTable->table[i];

while (current != NULL) {

Node\* temp = current;

current = current->next;

free(temp);

}

}

free(hashTable->table);

free(hashTable);

}

int main() {

HashTable\* hashTable = createTable(5);

insert(hashTable, 1, 10);

insert(hashTable, 2, 20);

insert(hashTable, 3, 30);

insert(hashTable, 4, 40);

insert(hashTable, 5, 50);

insert(hashTable, 6, 60);

printf("Value for key 1: %d\n", search(hashTable, 1));

printf("Value for key 2: %d\n", search(hashTable, 2));

printf("Value for key 3: %d\n", search(hashTable, 3));

printf("Value for key 4: %d\n", search(hashTable, 4));

printf("Value for key 5: %d\n", search(hashTable, 5));

printf("Value for key 6: %d\n", search(hashTable, 6));

delete(hashTable, 3);

printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

freeTable(hashTable);

return 0;

}

OUTPUT:
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